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Preface
What is a course portfolio?


A course portfolio “can help faculty investigate and document what they know and do as teachers in ways that will contribute to more powerful student learning” (Hutchings, P. (1998). The course portfolio: How faculty can examine their teaching to advance practice and improve student learning.)

The purpose of the course portfolio "is in revealing how teaching practice and student performance are connected with each other" (Bernstein, D. (1998). The course portfolio: How faculty can examine their teaching to advance practice and improve student learning.)

The course portfolio is a scholarly investigation into student learning using evidence a teacher gathers about students’ learning. This evidence can be in the form of classroom assessment tools, samples of student work (homework, tests, and labs) and peer review. The end result is not only an analysis of student learning but an introspective and meta-cognitive opportunity to analyze the art of teaching.
UWT Disciplinary Commons project (Tenenberg, 2005)
LINK: http://depts.washington.edu/comgrnd
Project goals


The Disciplinary Commons project has two primary objectives:

· To provide an opportunity for Computer Science faculty at two- and four-year institutions in the South Puget Sound region to work together to understand the educational contexts and constraints, and the qualities of students and their learning, within one another’s courses.

· To improve the quality of Computer Science teaching by establishing practices of collaboration and review of teaching among regional Computer Science faculty.


The Commons will involve a series of monthly seminars involving 10-12 faculty from community colleges and baccalaureate-degree granting institutions in the South Puget Sound region.

Project structure


Each participant in the project will construct a course portfolio for a course that they teach that is on the path for a baccalaureate degree in a Computer Science program.


The course portfolio, well known as a method for advancing teaching practice and improving student learning is a set of documents that “focuses on the unfolding of a single course, from conception to results” (Hutchings, P. (1998). The course portfolio: How faculty can examine their teaching to advance practice and improve student learning.)

Course portfolios typically include learning objectives, course content and structure, a rationale for how this course design meets its objectives, and the course’s role in a larger degree program. Importantly, the portfolio also includes evaluations of student work throughout the term, indicating the extent to which students are meeting course objectives, their feelings about the course and their own learning, and an analysis from both the teacher’s and students’ viewpoint regarding the type and quantity of formative evaluation (corrective feedback) they are receiving.

The Disciplinary Commons is a project funded by the Washington State Board of Community and Technical Colleges and the University of Washington, Tacoma.


The leader for this project and workshop facilitator is Josh Tenenberg, Associate Professor and Undergraduate Coordinator in Computing and Software Systems at the University of Washington, Tacoma's Institute of Technology.


Each participant is provided a one-course release (5 credits) during one academic quarter in exchange for participating in the year long portfolio project. The participant’s school is reimbursed for the cost of hiring an adjunct faculty member to teach the course that the participant is released from.

Benefits of participating
· Professional development – Most faculty creating course portfolios state that the critical reflection involved in portfolio construction results in significant and lasting changes to the course and to their own subsequent teaching. 

· Community development - Although a culture of peer review and discourse is common within research communities it is rare among teachers as teaching most often happens in isolation. As we document our own work and review each other's, we overcome insularity and limited breadth of view and are able to identify knowledge and best practices, which can be developed and shared as community resources. 

· Documentation of practice - In a course portfolio, participants will have a persistent, peer-reviewed, documented deliverable that can be shared with others both inside of, and external to, their home institution. 
Educational Community Benefit


The Disciplinary Commons will act as a repository and archive for course portfolios in computer science at the two- and four-year level and provide a valuable resource for educators. In addition, it will chart the development of “what is” a course portfolio over time. 

Summary

A course portfolio is beneficial because:

1. Portfolios provide documented evidence of teaching that is connected to the specifics and contexts of what is being taught. 

2. They go beyond exclusive reliance on student ratings because they include a range of evidence from a variety of sources such as syllabi, samples of student work, self-reflections, reports on classroom research, and faculty development efforts. 

3. In the process of selecting and organizing their portfolio material, faculty think hard about their teaching, a practice which is likely to lead to improvement in practice. 

4. In deciding what should go into a portfolio and how it should be evaluated, institutions necessarily must address the question of what is effective teaching and what standards should drive campus teaching practices.
5. Portfolios are a step toward a more public, professional view of teaching. They reflect teaching as a scholarly activity. 
(Edgerton, R., Hutchings, P., & Quinlan, K. (1991). The teaching portfolio: Capturing the scholarship in teaching.)
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Why this course?

I chose the Computer Science course CS 142, “Object Oriented Programming I”, for several reasons.


First, this course was developed by me as part of a UWT-CTC Fellowship Program with the Institute of Technology at the University of Washington, Tacoma in 2004. The purpose of the Fellowship was to create a “transferable” course for our students seeking to pursue a baccalaureate degree in Computer Science at UWT after completing their two-year A.S. (Associate of Science) transfer degree.


Second, this course has become our department’s introductory course to object-oriented programming (OOP). It is a required course for the A.T.A (Associate of Technical Arts) in Programming and for the A.S. transfer students. This course is relatively new to our program (replacing the C/C++ language with Java) and is still in the process of revision. The Association for Computing Machinery (ACM) provides a national guideline for course objectives; however, there is within the educational community a lot of debate on the programming language, pedagogy, tools and approaches that are the most effective for this course.

Lastly, the majority of the commons’ participants have chosen this course for their portfolios. This affords the best avenue therefore to collaborate with my fellow professors.


The participants and their affiliations:

· Josh Tenenberg, UW Tacoma

· Janet Ash, Green River CC

· Donald Chinn, UW Tacoma

· Ravi Gandham, Bellevue CC

· Michael Gelotte, Bellevue CC

· Laurie Murphy, Pacific Lutheran University

· Brad Richards, University of Puget Sound

· John Staneff, Pierce CC (Fort Steilacoom)

· Phyllis Topham, Shoreline CC

· Jeffrey Weiss, Pierce CC (Puyallup)

My personal goals

My primary goals for the portfolio are to document my teaching process and to encourage myself to pay closer attention to what and how well my students learn. 

Unfortunately, it is too often the case in the computer science discipline that the “preparation to teach” is all consuming! In other words, keeping up with the pace of change (in software, languages, textbooks, etc.) within the computer field is such a daunting task that often all else falls by the wayside. It is critical to step back once in a while and examine “how to be a better teacher”. 

This self-reflection on teaching makes me examine closely what happens in the classroom for any given teaching session.
· What were my goals for this teaching session?

· How was I trying to achieve them? What instructional strategies did I use?

· How did I try to assess student understanding of this content? How satisfied am I with their progress?

· What did I see my students doing during class? Were they attentive, interacting, taking notes, etc.?

· What key areas could be targeted for improvement?

· What can I do to improve the teaching of this content/class?


This self-reflection can lead to adopting new teaching methodologies like the Socratic method, Direct Teaching (also known as Direct Instruction) and/or utilizing Classroom Assessment Techniques (CATs) such as Minute papers, Muddiest Point, Pace, and A Content, Form, and Function Outline feedback forms.

A secondary goal is to have a chance to interact with fellow professors at different institutions in my field.

This peer review of teaching can provide many benefits:

· It helps to ensure quality in teaching. 

· The process is collegial and supportive, and should lead to improved teaching practices. 

· It facilitates the dissemination and sharing of expertise concerning teaching and learning within the discipline. 

· It increases opportunities for scholarly and collegial discussion about teaching.

I find the idea of introspective learning, emphasis on teaching and learning quality, and peer support to be of utmost importance.

My objectives

The course portfolio will provide me an opportunity to benefit from:

· Overall curriculum evaluation


· An exploration of teaching

· Analysis of student outcomes

· Peer review of how the course is taught


The evaluation of where and how my course fits into our overall curriculum has been an eye opener. It has helped me to see that many of my perceived failures in helping students succeed in the class are outside of my control and reflect an important need in our department to re-evaluate our curriculum. Issues like prerequisites, course flow, student preparation, and retention support all play a role in the success that a teacher has in the classroom.


The monthly workshops I have attended as part of this Project have been very enriching. The topics and supporting materials provided have been excellent. The ability to discuss the materials with my fellow participants has been invaluable. See Appendix #1 for Sessions Overview web page.


The exploration of teaching has been one of the more rewarding aspects of this Project. I have had a chance to validate with my peers the value of changes that I had already started to incorporate into the classroom like Curriculum Assessment Tools (CATs) and listing learning outcomes per assignment and lab exercise. In addition, I added new ideas like homework feedback (“TheGoodTheBadAndTheUgly”) after discussions at our group meetings. 


This Project has really challenged me to analyze student outcomes in a more profound way. I had a feeling that the students were learning what I expected them to, but did not have actual “data” to necessarily support that. I still find it difficult to show the connection between the course objectives and student outcomes (even harder for those course objectives that are not explicitly stated but are implicit within my philosophy of teaching).

A peer review was conducted by a fellow Portfolio Commons participant using the classroom observation form developed by the Center for Instructional Development and Research (CIDR). See Appendix #2 for the bulletin and observation notes form.


I found this peer review to be more valuable than previous reviews I have undergone. The major difference was that the other reviews were part of my initial tenure process or part of my continuing post-tenure evaluation and therefore had a more “threatening” feel to them—that I was being observed not for the sake of my becoming a better teacher but to judge me.

Instead, I viewed it as an opportunity to get some valuable feedback to help me be the best I can possibly be. The observation form used (from CIDR) was much more interactive and inclusive than the one currently in use at my institution. Here’s a review done by another Commons participant:
	Classroom Observation Notes

Pre-Observation Notes:

Instructor: _____Richard Hoagland__________________________________

Observer: ______John Staneff__________________________________

Time and Place:  22-Feb-2006
for the observation: _____SPSCC  Bldg. 34 Room 107 at 10:00am______________ 

for the pre-meeting to discuss the observation: ____ SPSCC  Bldg. 34 Room 123 at 9:30am ____

	Classroom environment:

· Each student has own workstation (approx 28 such in room).

· About 10 students in class, maybe 4 female.

· Overhead projector to a corner with full access to wide whiteboard.  Projected image plainly visible in normal lights-on environment.

	Instructor's goals for the class being observed:

· Introduce new topic “inner classes”  

· Review “top-level” class & multiple class definitions in one file

· Demonstrate an example of top-level class (multiple class definitions), inner class (non-static), nested class (static inner class), and anonymous class 

· Pass out CAT (minute paper)

	The instructor asks the observer to pay special attention to:

· Clarity of lecture (did I successfully explain the topic to the students)  

Lecture was fairly crisp; topic was interesting to the students.  There were suggestions and hints that could lead some students to do more research and other students to be frustrated that something was not covered.

·  Examples & resources helpful to the students

Students were eager to get the handout and to locate what was on the shared drive.




	Observation Notes: 

	time 



 10:00am

thru

 10:50am

 

 

 

 

 

 

 

 

 

 

 
	observations 



Some observations time independent

2nd observing instructor well known to students, some early distracting conversation.

A pair of “girls” would fill in the empty space whenever Richard didn’t talk … that fell away after about 20 minutes … There were several conversations at the start of class. Richard gained control without raising his voice.

About 10 students.

Housekeeping session up front, CAT at end, pie in the middle!  (An Igloo is crunchy on the outside, chewy in the middle …. ;-)

10:12 Checkpoint: “How are we doing?” 

Richard asked a question at one point and waited about 20 seconds without getting student response.  Why?  Students appear to be bright.  Are they shy (no), is the material not getting through?  Good place for the CAT to help Richard see what was going on.

Used the screen to review “supplied” Java code that is available on the shared drive.  Some students toward the back also had these programs displayed on their monitors, in order to see.

A student asked about setting up classes for playing cards in a Black Jack game and was told that was a question / subject for the CIS 285 (data structures) class.  Friendly, but firm.

Covered the “why” of an anonymous class.

10:36, after talking about wishing he had 2 screens, Richard finally brought up two files in 2 separate windows to show a side-by-side comparison.

Handouts were immediately grabbed by students and read/examined.

Richard spent some time explaining the naming conventions for the contents of the classes directory, showing how inner classes appear in file names.


	impressions / questions to ask 



Impressions time independent

Comfortable relationship between instructor and students.  Most students seem serious about the subject, but with a good sense of humor and an excitement to be in the class.

Good arrangement of classroom with projector screen tucked into corner allowing both the board and screen to be used concurrently; projector bulb both bright enough and in focus.

Big monitors on tables makes the lower part of the board unusable for anyone beyond the first row.  Maybe the lower 1 ft of the board is sacrificed.

Class progress is excellent.  Already covered abstract classes and interfaces, now looking toward inner classes, and making distinctions among different kinds.  Also has covered the concept of a “final class”.

Some of the handwriting is “smallish” from the back of the room, but still clear.  Students without proper eyesight (or corrective lenses) will have a problem with that.

Student coming in late (10:37) disrupted the class, and the general train of thought.

Time frame seems rushed to me, but I’m used to a 2hr 10 min format for this class.  Considering housekeeping and CAT, the effective time is about 40-45 minutes.

Supplies, handouts, were kept in the in-class cabinet.  That cabinet is located in the front and when open, its contents are on display to all.  But pulling handouts from the cabinet seems a good way to reduce carrying things around.

At one point a handout was printed in the room.  Richard requested no one else use the printer while he printed the pages.  This seemed a “normal” thing that the class might expect from time to time.

Richard complained to the class that J-Builder was too slow, so “we’ll use notepad”.




	Immediate Post-Observation Questions

General Questions:

· Was this a typical class? 

Yes, they were a little more quiet than usual.
· What was your impression of how it went? 

OK. I realized as I got into the lecture that there was a lot of related topics that also needed to be covered—time is always an issue. This lecture will require a follow-up for those items left fuzzy. The CAT will help me pin those down.
· What's your impression of how well you achieved your goals for the class? 

For those items I was able to address directly, I felt successfully in explaining the topics. Secondary goals (the related topics) I am less sure.
Specific Questions (based on observation notes):

·   Do you feel that this class is on-target with respect to the syllabus and course requirements ?

·   Do students ever complain about the projected image when the lights are on (too dim, etc.)?

·   How much time do you spend restocking the cabinet?  Is this easy/difficult?  Do you share the classroom, thus have only certain times you can get at the cabinet?   It would also seem to force a certain amount of advance preparation to meet a “schedule” when you can access the cabinet.

· Looking at this as a CS-1 course, how does the course content fit with ACM’s CS-1 and UW/T’s perception?  (E.g., is this on-target, or ahead?  My impression is that it is ahead.)  One way to look at this question is “What are the prerequisites and were they met by all students?)

	Comments: 

Richard enjoys his teaching and his students like to be in his class.  The 2nd observer was well received, and left ½ way through.  The material being covered seems well-managed, the students are making good progress through it.  It was a pleasure to watch Richard teach, and to observe how his quiet voice commanded attention.  The minor disruptions were short and well handled.  (Now, if Richard could only keep track of his keys … ;-)

Reading over Richard’s teaching philosophy, he seems to be on-target for what he expects to do in the classroom ;-)




Observed faculty response to observer follow-up questions:
· Overall, I do feel that the class is on-target with respect to the syllabus and learning outcomes. 

· I can only recall one student in the last year complaining about the brightness of the overhead screen (w/ lights on).

· The storing of course materials (i.e., handouts, lab, assignment sheets, etc.) has saved me the strain of carrying things from my office. It does require that I be well-organized and I have to periodically restock. I teach all my classes in that room.

The course covers more OO concepts but less GUI than the CS1 course at UWT. The best scenario is for a student to take both CS142 and CS143 to be as prepared for the next level at UWT. In other words, the student has learned the same material but in a different order.

· [image: image1.jpg]



How course fits into degree program? 

The course CS 142 is a required course for both the Computer Programming A.T.A and Applied Science A.S. two-year degrees (see Appendix #3,4).

Computer Programming
   

Application-Desktop Track ATA


Applied Science: UW, Tacoma Track AAS-T 


Web Track ATA 


Associate Of Science - Option Two Degree Requirements


Computer SCIENCE  




Computer Programming 
5 credits 




CS 142  


5 credits 








[5 Credits Required]

The prerequisite for the course is stated as “CIS 160 Introduction to
Programming and CIS 168 Programming Logic or MATH 120 or instructor's permission”. The A.T.A. students must meet the CIS prerequisite whereas the A.S. students are following the Math prerequisite. The “instructor’s permission” allows for an individual evaluation for those students with prior degrees, workplace experience and other verifiable prior knowledge and skills.

The overall flow of courses for the A.T.A and A.S. degrees are shown below (note that CIS 160 uses the Visual Basic language).


ATA







AS
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does not apply to students who are seeking a certificate of completion.

COMPUTER PROGRAMMING CORE REQUIREMENTS:

its |Grade/Comments/
Credits |Date Completed

fintroduction to
IMicrosoft Access
oR
[Creating Web Pages
lcIs |14 ((for the Applied 3
Science Track)*
[CIS [148_[Data Base Concepts |5
[Introduction to
c1s [160 |Programming Using s
[visual Basic
[Programming with
15 1166 |Gici nasic
[CIS [168 [Programming Logic
[c1s [182 [sqL
[c15 [p01 [Systems Analysis
[CIS_[285 [Data Structures
[CNA [130_[Introduction to Unix
[Object-Oriented
5 142 Programming 1
[Object-Oriented
[Programming 11

c1s [145 s

cs |43

“5tudents who decide on the Applied Science Track will take CIS 184 in the core instead of CIS 145.
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The Associate of Science is designed for students intsrested in studying math and science for transfer to a four-year college
or university. The program allows students to complete the lower-division prerequisites needed for transfer into upper-
division math and stience courses.

Two study options are available under the Associate of Stience program. Option One focuses on the biological stiences,
environmentaljresource sciences, chemistry, geology and earth science. Option Two focuses on computer science,
engineering, physics and atmospheric sciences.

It is important for you to be familiar with the requirsments of the school to which you which to transfer. Associate of
Science students must have an advisor and consult with him or her each quarter before registratios
We strongly recommend discussing your acadermic plans with a South Puget Sound Community College counselor or advisor
tolearn how best to prepare for the four-year institution of your choice.

ALL COURSES MUST BE AT COLLEGE LEVEL (number 100 or above),

OPTION TWO: This option is designed for students interested in the computer science, engineering, physics and

atmospheric sciences. All courses must be from the General Education List for the Associate of Arts/Associate of Science or
Associate of General Studies.

Communications - 5 Credits Required

WRIT 101 5 credits
Quantitative Skifls - 15 Credits Required

MATH 123 5 credits
MATH 124 5 credits

MATH 125 OF MATH 108 S credits
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List.
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Computer Programming 5 credits
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As can be seen from the previous flow diagram, there is currently a juncture (after CIS 160) where the student may chose to continue on in Visual Basic (CIS 166, 266) or follow the object-oriented programming series (CS 142, 143) using the Java language.

Also, note that A.S. option II students can enter CS 142 directly from a first-quarter pre-calculus class with absolutely no programming or computer experience.


The A.T.A students must take all four courses (142,143,166,266) and the order is not specified, students entering each of these courses can have widely varied levels of programming experience while still meeting the prerequisites. Unfortunately, this leads to advising problems of “when” to take “what” for those students.  

The A.S. option II transfer students are required only to take CS 142. These students typically have a stronger background in math (prerequisite of Math 120 Pre-calculus I) which translates to superior problem-solving skills but the students may lack any “programming experience” in dealing with language syntax, software IDEs (Integrated Development Environment), terminology, etc.

Additionally, the prerequisites are not enforced. Students may sign up for the course regardless if they have completed the stated prerequisite. I have for several quarters had the Division secretary check student transcripts to see how many have met the required prerequisites. The results indicate anywhere from 3 to 6 students per quarter do not meet the prerequisites.

Who are our students?

Over the past three years, the CIS department has conducted a survey of student perceptions each spring quarter. A portion of the results of the latest survey available are shown below.




SPRING 2005 STUDENT PERCEPTION SURVEY FOR CIS.

	1.  Objective
	
	2.  Program of study
	

	Certificate
	36
	Clerk Receptionist
	7

	Change of career
	35
	Computer Network Administration
	54

	Degree
	187
	Computer Programming - Application Desktop
	25

	Individual classes
	10
	Computer Programming - Applied Science/UW Tacoma
	9

	Job advancement
	26
	Computer Programming - Web Track
	19

	Personal Enrichment
	24
	Database Management
	7

	
	
	Information Tech Support
	16

	 
	 
	Medical Transcriptionist
	8

	
	
	Not specified
	17

	
	
	Office Administration - Admin Specialty
	32

	
	
	Office Administration - Legal Specialty
	18

	
	
	Office Administration - Med Specialty
	29

	
	
	Office Administration - Web Specialty
	10

	
	
	Office Assistant
	4

	
	
	Other
	42

	
	
	Word Processing Specialist
	5



The A.T.A students (both Application Desktop and Web track) total 44 students and the A.S. students total 9 or about 80% to 20% respectively. See Appendix #5 for more of the survey results. [No numbers available for AS option II students.]


Unfortunately, the survey does not include demographics revealing the sex, ethnicity, or age of students. This would provide documentation for under-represented groups where resources could be used to attract more women and minority students leading to more diversity in the classroom. An anecdotal analysis based on who I see in my classes is that there are at most 2-3 female students, about 1/3 minority (mostly southeast Asians—Vietnamese and those from southern Asia—Indians), some International and a majority under 25 years old.
Student surveys

At the beginning of each quarter, I conduct a survey of my students to get a feel for who they are. The questions are:
· What is your major?

· Provide a brief explanation of your background as it relates to computer programming.

· What are your expectations for this course?

· Provide a brief description of your current career plans

Here are three different responses from the student surveys of CS 142:


Background



I have no experience in computer programming.


I took CIS 160 in spring quarter and CIS 168 in winter


Perl, PHP, Basic, C/C++, Java, JavaScript, MySQL with a 


focus on  web programming.


The student responses to the “background” question often reveal a wide range of abilities that the students have upon entering this class. That is anywhere from very little experience (including not even meeting the prerequisites) to having had substantial prior coursework. This mix of audience presents additional challenges in teaching this course.


Here are four different responses regarding expectations:



Expectations

To learn OOP



To get a basic understanding of programming with Java.


Learn something new.  Have fun.


To pass!


The first two student responses to the “expectations” question matches what one would expect the students to say and that is to learn what the course is all about—OOP and the Java language. The last two responses provide an insight into student perceptions about learning; ranging from “this will be easy and fun” to “I just want to get through this”.

Here are four different responses regarding career goals:



Career

Once I graduate then I would like to find job in programming.

I want to be a computer programmer, preferably for games.


Hopefully get an internship at Microsoft after I transfer to the UWT.


Engineer--my precise plan is still sketchy past that (Robotics, 
mechanical, or computer).

The student responses to the “career plans” question reveals that some students are looking for quick attainable goals such as a job whereas others recognize that they will be pursuing further educational goals. For many students their career goals will take considerable commitment in my courses and many others.
What constraints do we operate under?

Since the “Dot-com bust” our school like so many others has experienced a sharp decline in the number of students enrolling in our classes. The perception of a poor job market (lack of jobs, competition from unemployed dot-comers, and out-sourcing to foreign markets), and stigmatisms like the work is for geeks “only” has drastically reduced student interest. Further insight into this issue can be found in the article titled “Interest in CS as a Major Drops Among Incoming Freshmen” by Jay Vegso of the Computing Research Association. A screen shot of the first part of the article is included in the Appendix#6.

Due to low enrollment it has been difficult to offer both a day and evening section for our introductory courses. This exacerbates the low enrollment as we may be losing potential students who are able to attend only during the day or night or need to finish within a certain time frame.


Many of our students are inadequately prepared for the rigors of our courses. This includes poor reading and writing skills, study habits, and time management skills. However, the most troubling deficiency is in their math and problem-solving skills. The prerequisite for our CIS 160 Introduction to Programming and CIS 168 Programming Logic courses is only MATH 090 (Basic Math) a below college-level math course (probably below high school level). The students in Math 90 have three more quarters more of math before they reach the college level.

Prerequisite checking or blocking is not enforced upon registration and the prerequisites are sometimes overlooked due to low enrollment and scheduling pressures. Very few students are advised to assess their incoming skills and personality type for suitability to the career choices available in computers. The use of tools like the Myers-Briggs Type Indicator (MBTI) for the assessment of personality, the Computer-Assisted Career Guidance Assessments (programs like SIGI Plus [System of Interactive Guidance and Information] and Discover [requires users to answer a variety of questions about interests, skills, and values]) could help ensure better student success.

Vocational rehabilitation students are sometimes sent to our program that are so far below college level that they could not possibly finish with the time-line and dollars provided by the program. The counselors often lack an understanding about the intensity of computer programming courses.


Budget constraints restrict our ability to provide adequate resources for student retention.  About 1/3 of the students in programming class either drop out or do not receive a grade of C or better. Student retention could be improved by providing tutoring services similar to the school’s already existing “Math Lab” and “Accounting Lab” tutoring services (a free drop-in tutoring center for students having difficulty in their math or accounting classes respectively) and the availability of an Instructional Aide within the classroom to assist with hands-on lab exercises and general computer issues students may have during class sessions. This additional support is critical whenever course enrollment exceeds 15 students. It is not possible for the instructor to adequately help each student in the limited time span of the class.

Lack of funding also restricts the marketing of our program and efforts to reach out to under-represented student populations such as women and African-Americans.

My own personal constraints are probably some of the same that other teachers face: class size (although less of an issue in recent times), heavy teaching loads (number of different course preps), inadequate support, the uncertainty of scheduling, and bureaucratic hurdles. On top of my teaching schedule, I’m expected to keep current in my field, develop new coursework to meet industry changes, determine textbook selections, assure hardware/software compatibilities and functionality, provide student advising, support departmental needs such as course scheduling and budgeting, and committee work.

Course Objectives

The course objectives for CS 142 as stated in the course syllabus are:


Students will be able to:


A. Correctly apply the syntax of the Java language;

B. Develop and test programs using the Java language;

C. Demonstrate knowledge of object-oriented design;

D. Explain fundamental object‑oriented concepts, such as “object”, “class”, 
“method”, “encapsulation”, “inheritance”, and “polymorphism”;
E. Apply proper design and documentation principles to the writing of programs


Although not formally stated in the course syllabus, I have some personal course objectives that influence my teaching. These are related to:
· Skills

· Context
· Environment

Skills

Students should develop fundamental skills such as problem solving and abstract reasoning through computer programming. This will include learning the basic features of the programming language as well as good design practices that result in correct, robust and maintainable programs. Unfortunately it is easy to become too focused on the language and not enough on problem solving and abstract reasoning. These skills are crucial for the other computer courses that our students will eventually take and are also transferable to a wide range of situations. I would like for fundamental skills to be a main focus of the course but, I admit I’ve found it challenging to stay focused on the “big” picture while dealing with the “little” picture of helping students write syntaxically correct code.

Context


Students should come away from this course with a sense of and appreciation for Computer Science as a discipline. All too often this course has been too narrowly focused on programming. This gives students an inaccurate picture of what computer science is all about and may cause some students to choose to not continue in computer science because they don't see how it fits into the larger scheme of things.

Environment

Students should experience a friendly learning environment that is cooperative, comfortable and minimizes any feelings of inadequacy, particularly for students with less experience and confidence. It is also my goal to take steps to help alleviate the frustration of learning to program so that all the students may feel a sense of satisfaction and accomplishment from what they are able to achieve in the course. This will hopefully help to dispel the reputation of the class as extremely difficult and inhospitable. Lastly, I want the students to enjoy their experience and have fun so that they look forward to the next level.
Syllabus (course outline)
TITLE: Object-Oriented Programming I 
COURSE ID: CS 142
CREDITS: 5
REQUIRED TEXT AND MATERIALS:

Text: Introduction to Java Programming with JBuilder 3rd edition by Y. Daniel Liang






Pearson/Prentice Hall 2004, ISBN 0-13-143049-1

Recommended:  The Object-Oriented Thought Process by Matt Weisfeld







Sams publishing 2004, ISBN: 0672326116

Materials:

· Diskettes and folder with horizontal pockets for homework

· One ream of laser printer paper to be given to instructor for class and lab use

COURSE FEATURES/POLICIES:

Expectations: 

Academic honesty: Breach of any of the categories (cheating and plagiarism) found in the document Statement of Academic Honesty may result in dismissal from the college as outlined in the Code of Student Rights and Responsibilities. A copy of the document on Academic Honesty may be found on the SPSCC intranet. Knowledge of the information contained in these documents is the student’s responsibility.

Homework: Homework may be done in the computer lab or elsewhere if the student has access to JBuilder by Borland (JDK 1.4). Homework must be in a folder and must have an assignment grade sheet, a diskette with the assignment project files, and all printed materials required by the assignment. Include only the current assignment in the folder and on your disk (I do not wish to be responsible for selecting the files you mean to submit for evaluation!) A folder/disk that contains more than the current assignment will be returned UNGRADED.  A disk that contains a virus or is unreadable will result in no credit given for the assignment. Homework will be graded using the Grading Sheet that is available on the R: drive. Students in the same class may work together as a group on a homework assignment (see Group Work). If two to four students work together to complete an assignment, only one folder should be handed in, with every student’s name listed on the folder. All parties need to actively participate in completing the assignment. 

Support Services Available: The hours for the Computer Lab are: Monday through Thursday 7:00 am to 10:00 pm; Friday 7:00 am to 5:00 pm; Saturday 1000 am to 4:00 pm (check for changes). There are no Lab Fees but students are expected to contribute a ream of 8” x 11 ½” paper for lab and classroom printers. The paper may be given to the course instructor. Lab technicians may be able to answer some questions related to your computer assignments.
Financial Aid: Students receiving financial aid should ALWAYS check with Financial Aid prior to withdrawing, signing an incomplete contract, changing to an audit, or receiving an F or V grade in a class.

Class Participation/Attendance: Attendance is up to you.  However, you are responsible for finding out what you have missed before you come back to class.  Please do not attempt to take up class time to catch up. Office hours are for students seeking clarification and greater understanding who have listened attentively to classroom presentations and participated in classroom activities AND who have NOT spent class time on the Internet, in chat-rooms or communicating using e-mail.

Missed Exams and/or Assignments: Each homework assignment has a due date listed on the assignment sheet. A loss of two points per day late will be assessed; in addition, no assignment will be accepted past one week overdue (see Grading Policy). Homework must be turned in at the beginning of class on the due date or left at the lab checkout counter by the close of the lab on that day (ask the Instructional Tech to date stamp). Tests will cover material from the textbook, homework assignments, and lectures. Questions may be a combination of multiple-choice, true/false, short answer and problem analysis. Unexcused absence from the exam will result in a score of 0 for that exam.  Excused absences must be requested in advance of the in-class exam.

Evaluation:
Homework assignments (7):

25 points each  (175 total)


Portfolio (in-class Labs):


35 points 


Tests (2):


100 points each (200 total)



Final:


150 points

              (560 grand total)

	93 – 100
	A
	90 – 92
	A-
	87 – 89
	B+

	83 – 86
	B
	80 – 82
	B-
	77 – 79
	C+

	73 – 76
	C
	70 – 72
	C-
	67 – 69
	D+

	63 – 66
	D
	60 – 62
	D-
	Below 60
	F


SPRING 2006 TENTATIVE COURSE SCHEDULE / CALENDAR / DUE DATES:

	Week
	Chapter/Topic
	Assignments

	Apr. 3
	Ch. 1-2 Intro to Java / Data Types
	

	Apr. 10
	Ch. 3-4 Control Statements / Methods
	Practice (Due Thu, Apr. 13)

	Apr. 17
	Ch. 5,7 Arrays / Strings
	#1 (Due Thu, Apr. 20)

	Apr. 24
	Ch. 6 Objects & Classes
	#2 (Due Thu, Apr. 27)

	May 1
	Ch. 6, 17 Continues / Vector only
	Exam 1 (Tue, May 2)

	May 8
	Ch 8 Inheritance & Polymorphism
	#3 (Due Tue, May 9)

	May 15
	Ch 8 Continues
	#4 (Due Thu, May 18)

	May 22
	Ch 9 Abstract Classes & Interfaces 
	Exam 2 (Tue, May 23)

#5 (Due Thu, May 25)

	May 29
	Ch 16 Stream I/O
	#6 (Due Thu, Jun. 1)

	Jun. 5
	Ch 15 Exception Handling
	#7 (Due Thu, Jun. 8)

Portfolio (Due Thu, Jun. 8)

	Jun. 12
	Finals Week
	Final Exam (4:30-6:30p Jun. 13)


COURSE DESCRIPTION:

Introduction to object oriented programming with Java. Essentials of object-oriented programming: classes, objects, inheritance, polymorphism, and encapsulation.  Fundamental aspects of the Java programming language including types, variables, control structures, arrays and strings, streams, files and exceptions. Prerequisite: CIS 160 Introduction to Programming and CIS 168 Programming Logic or MATH 120 or instructor's permission.

COLLEGE-WIDE ABILITIES:

The Core Abilities for the Associate of Technical Arts degree in Communication, Computation, and Human Relations as shown in the catalog have been developed via Writing 101, CIS 210 or TCOM 106, CIS 168, and SPCH 115 or CIS 109.  In addition, such competencies as using active listening and critical thinking skills are applied within the Computer Science course.  

STUDENT LEARNING OUTCOMES:

Students will be able to:


F. Correctly apply the syntax of the Java language;

G. Develop and test programs using the Java language;

H. Demonstrate knowledge of object-oriented design;

I. Explain fundamental object‑oriented concepts, such as “object”, “class”, “method”, “encapsulation”, “inheritance”, and “polymorphism”;

J. Apply proper design and documentation principles to the writing of programs.

COURSE CONTENT:

K. Introduction to Objects

1. Basic Concepts

2. Abstraction and Modeling

3. Objects and Classes

4. Object Interactions

5. UML (Unified Modeling Language)

L. Java Environment

6. Running a Java Application

7. Java Class Library

8. Javadoc Standards

M. Fundamental Language Elements

9. Identifiers

2.
Types

10. Variables

11. Arithmetic Expressions

12. Mathematical Functions

N. Control Structures

13. Statement Blocks

14. If/Else Statement

15. Logical Operators

16. Switch Statement

17. While Loop

18. Do Loop

19. For Loop

20. Continue Statement

21. Break statement

O. Arrays and Strings

22. Defining Arrays

23. Using Arrays

24. Arrays of Arrays

25. String Literals

26. Array of Strings

27. String Objects

28. Operations on Strings

29. StringBuffer Objects

P. Defining Classes

30. Variables and Methods

31. Parameter List

32. Constructors

33. Method Overloading

34. Packages

35. Access Attributes

36. Inner/Nested Classes

Q. Extending Classes and Inheritance

37. Class Inheritance

38. Polymorphism

39. Abstract Classes

40. Super class

41. Interfaces

R. Exceptions

42. Types of Exceptions

43. Handling Exceptions

44. Defining your own Exceptions

S. Streams, Files, Input/Output

45. Input/output Operations

46. I/O Classes

3.
Defining a File

47. Byte Input/Output Stream

48. Character Input/Output Stream

49. Random Access Files

50. Storing Objects in a File

T. Utility Classes

51. Collections of Objects

52. Iterators

53. Vector Collection

54. Generating Random Numbers

55. Dates and Times

Course Content

The annotations below describe my decision process in formulating the syllabus for this course.

Textbook choice:

The primary reason for the textbook choice is its integration of the JBuilder software currently in use within the classroom and open labs. In addition, the textbook has these qualities:
· The topic order seems to basically be in line with the course outline
In order to save students money the same textbook is used for CS 142 and CS 143. The Liang textbook lends itself well to this approach by having the sections indicated below. I chose to cover Part 1 and 2 and some of Part 4 (exceptions and disk I/O) in CS 142 and Part 3 and the remaining sections of Part 4 in CS 143.

Part 1 - Fundamentals of Programming

· Introduction to Java and JBuilder

· Primitive Data Types and Operations

· Control Structures

· Methods

· Arrays

Part 2 – Object-Oriented Programming

· Objects and Classes

· Strings

· Inheritance and Polymorphism

· Abstract Classes and Interfaces

· OO Modeling

Part 3 – GUI Programming

· Getting Started with GUI Programming

· Event-Driven Programming

· Creating User Interfaces

· Applets

Part 4 – Developing Comprehensive Projects

· Exceptions and Assertions

· Input and Output

· Java Data Structures

· Multithreading

· The book has many self-review exercises (with answers) and some programming exercises at the end of each chapter.

· The book is quite readable and seems accessible to students. It has plenty of “Note”, “Caution” and “Tip” boxes, code examples, and a case study for each chapter.

Prerequisites:


The CIS 160 prerequisite reflects the fact that this course is not meant to be their very first programming class (although for A.S. option II students this very well may be their first course—see earlier discussion of curriculum flow) but instead their first “object-oriented programming course. A basic understanding of core programming elements is expected (i.e., variables, if statements, loops, functions, and arrays).

Objectives and course content:


The course objectives and specific course content reflects the “standard” CS 1 course as outlined by the ACM (see Appendix#7). I have chosen to cover the material in a non-GUI or very limited GUI (Graphical User Interface) fashion. The reasons for this are two-fold. First, although the Java language has extensive GUI support through Swing it is made up of many classes, subclasses and interfaces working together. To better understand the dynamics of working with these classes and interfaces, the students first need to learn about the OO concepts. Second, the time spent on setting up the UI can detract from learning the fundamental concepts.

Calendar and schedule:


The course is fast paced—we cover a lot of material. The CS course prefix was chosen to alert/inform students that this is a transferable course to a four-year institution and may be a more rigorous course than other CIS courses. In addition, the A.S. option II transfer students are required to take only this class and not the follow-up CS 143 (OOP II). Therefore, I have tried to cover much of the OOP concepts in CS 142 while using CS 143 to add on the GUI material and refine their OOP skills.
Teaching Methods 


The course is taught in a hands-on room (each student has a PC and the instructor’s station is cabled to an overhead projector). The resources used in the course are as follows:

Handouts (Read & Review–Word documents)


I provide many handouts that further explain/elaborate specific topics covered in the textbook. I do this both to supplement the textbook examples (depth of coverage) and to address a few topics not covered in the textbook (breadth of coverage). These handouts along with their textbook can be used during the tests (“open book & notes but no computer”) which motivate the students to review the handouts and keep up with the textbook reading. My own personal learning approach is to READ and look at examples (“learn by example”). Therefore my course materials weigh heavily towards reading (textbook, handouts, etc.) and examples (demo/sample programs, labs, assignments, etc.) The Appendix#8 includes a sample handout.

Labs (Completed in class–Hands-on exercises)


The in-class lab exercises are completed following “pair programming” guidelines and are to be “ideally” completed within the class period. The students are given a lab worksheet indicating which program files they will need to access from the network drive and an explanation of the task with supporting notes. Most of the labs involve programs with a handful of missing lines of code (this reflects the limited class time and the desire to emphasize specific points) for the students to complete. Each lab is targeted to a specific learning outcome which is detailed in a supporting web page titled “Labs Outcomes”. I use pair programming because the students gain from the experience of working with another person, having to explain their thinking, and gaining from another perspective. The students report that working together improves their confidence.  Circulating in the room enables me to watch them work, answer questions (if both students in the “pair” are stumped), and gauge their level of understanding. Students are more successful with homework if they have had class time to work out code/programs while I can observe. The Appendix#9-11 includes an example Lab sheet, exercise code, and learning outcomes.

Demos (Learn-by-Example–shown on overhead projector to class)


Often as part of my lecturing, I will present demo code to the class to talk about.  These programs are small and cover single concepts. I believe it’s helpful to have a classroom discussion on core programming elements like IF statements. Students have access to the demo code through the network so they can view and run it on their computers. The Appendix#12 includes a demo program.

Assignments (Homework)


I allow students to work together collaboratively on assignments (from 2-4 in a group). I think this promotes skills in working as a team and students learn more when they have to explain a concept to a fellow student. Homework, although done outside of class, is often discussed in class. Some of the most valuable and efficient learning happens when the student can pin-point their own misunderstanding and formulate a question. This is also a time I use to highlight multiple approaches to coding and to compare options from different programming languages. I use this time to explain the “bigger” picture (“what advantages does one way have over the other way”, “problems might we run into later”, etc.), in addition to the language syntax, small scale problem-solving and fundamental OOP concepts. 

Power Point Presentations (from the text and my own)


I usually use a power point presentation as a tool to introduce a topic, or as a review at the end of a culminating unit. Students have access to each presentation so they can listen, watch and ask questions.


Miscellaneous 

Other resources include: weekly summary notes, “local” web pages on specific topics, textbook reading review (highlights important pages/topics), review sheets for tests and practice test questions. 

Classroom Assessment Techniques (CATs)


I have just started to use CATs to evaluate student understanding or misunderstandings so I can address them promptly. Because CATs are anonymous and can be done very quickly it allows me a glimpse into how the students are receiving the information rather than just how great of a job I am doing at sending the information. Often the students know exactly where they are confused. By gathering the information on a periodic basis, I can retarget the focus of the next class period to address concerns or questions before the students get too lost. It also helps to draw the students into a trusting learning environment if they know I am reading and responding to their individual feedback. The Appendix#13-16 includes some examples.

Here’s a screen shot of course resources available on a student accessible network drive.

   

Philosophy of Teaching Statement
How do I think learning occurs? 

Based on my twenty years of student observation and experience teaching computer programming courses, I believe that students learn best when the instructor is well organized, has a breadth and depth of knowledge in the subject area and has the ability to tailor the teaching approach to individual student’s learning styles.

A collection of exemplary course resources allows me to select examples which address particular student misconceptions and to re-teach selected topics with a variety of approaches. A well organized and thought-out flow of objectives allows students to assimilate new information into their current knowledge base and perhaps draw comparisons between different computer languages and applications.  


Exemplary course resources are reflected in not only an adequate number of resources but also in their diversity. For example: handouts, PowerPoint presentations, code examples, web pages, practice exercises, readings list, homework assignments, etc. This diversity of materials helps keep the curriculum interesting.

The learning objectives/outcomes should reflect the “best practices” of the field and build upon one another to a successful conclusion based on the goals of the course.

How can I facilitate this process? 

The students don’t always grasp or appreciate the flow of concepts and skills because they lack the “big picture” perspective, however, the students do value being asked for their feedback.  Integrating periodic student feedback regarding, for example, the pace of the course, the “muddiest point” of a lecture, what would be useful to them as the learner, etc., builds their level of ownership and commitment to their own learning process.  I believe their effort increases when they realize they are working in partnership with the instructor.  


Some students learn well with the lecture format, however, it can’t be the exclusive teaching methodology. My experience has been that a strong and well organized lecture component is a productive way to help students organize information and to disseminate “chunks” of content. However, mixing up the teaching methodology helps students assimilate and retain the information. To facilitate this process I allow time for students to ask questions, partner up the students to work together on lab exercises, put students into small groups to discuss a “prompt” question or give students the chance to “be the teacher” by detecting errors or “debugging” a fictitious student’s work. Employing multiple methodologies to interact with the course content helps students master the material, but also fosters their process skills, such as critical thinking, writing, and problem solving.  

What goals do I have for my students? 

Specifically, in my class I want students to respect and value the opinions and ideas of others. To not be afraid to ask questions, to display a desire to learn, and to help each other. I want them to experience aha!  moments as often as possible during the quarter. I want them to be so absorbed in the world of programming that they leave class each day wondering where the time went and look forward to returning the next day.  


In general, I want my students to have an idea of what it means to be a programmer in the real-world. I want them to be able to apply what they have learned to new situations and to develop confidence in their own ability to advance their knowledge of programming. To be a good computer programmer means making a commitment to continuous learning whether in private practice, on the job, or in an educational setting. Constant changes and upgrades to languages, applications, and the interface with other technologies means that students in computer programming careers will need to become “self motivated learners”.  

What goals do I set for myself as a teacher? 

I strive to be patient. To realize that being an outstanding teacher is a two way street. I want to understand the needs and goals of my students and to incorporate the information into my teaching approach. I strive to treat my students with respect and fairness, to acknowledge their accomplishments generously and encourage them in their shortfalls. I strive to have empathy for individual student’s circumstances and to have the patience to let them articulate their difficulties. I commit to being a “continuous learner” myself; to stay current in languages and work-force needs. I strive to direct students toward aspects of programming which are in line with their strengths and abilities.

What do I do to implement this philosophy? 

I try to infuse my teaching with the genuine interest and enthusiasm that I have for computer programming. I keep the atmosphere in my classrooms positive and humorous, even when the material is difficult. I am willing to slow down or accelerate the pace if need be. I foster an environment which views mistakes as opportunities to learn. I encourage discussions and the debate of alternative methods. I expect students to contribute material from their own experiences. I seek out multiple resources and methodologies for teaching each topic. I approach students who may need extra help and show them how to establish pathways of support (my office hours, finding help in the lab, seeking tutoring support, etc.) Lastly, I return to the classroom as a student, myself, so I can remember the stages of learning and relate to the varied emotions, stresses and strains of being a student.

Evidence of Student Learning 


I have chosen to look at hands-on lab exercises, homework assignments, and student learning feedback tools in order to “see” evidence of student learning. 
Lab Exercises


Labs are completed in class as hands-on exercises. The students work in pairs following “pair programming” guidelines. By the end of class period (50 minutes), each student prints out the completed work with their name at the top. These completed exercises along with the lab sheet are collected by each student to be placed in an individual portfolio which will be turned in at the end of the quarter for grading. A checklist is provided to help students verify successful completion of all the labs.

Each lab exercise has three to four parts where the students complete missing lines of code in small programs they access from the network. In addition to comments within the code as directions/guidelines, there are helpful notes on the lab sheet. Lastly, each lab has a list of learning outcomes associated with the exercise.

For example:
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Hands-on Lab Exercises
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The successful completion of this lab exercise provides me direct evidence of student learning as relates back to course objectives/outcomes. I am able to “connect” this activity back to the stated objectives/outcomes of:
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Homework Assignments

Student homework (assignments) is evaluated using a grading sheet outlining the assessment criteria and point values. Homework assessment is based on overall achievement (excellent, good, fair or poor) and how well they matched the objectives/goals (right-on or way-off). I share with the students as a group my “analysis” of their work through anonymous code snippets and program execution snapshots stored in a folder called “TheGoodTheBadAndTheUgly” (although rarely is anything “Ugly”). 
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Each assignment has in addition to a problem description a list of learning outcomes. The problem description includes statements like:



“Write a Java class named Employee”



“Write a Java class named EmployeeTest to:




 Prompt the user for number of Employees to process



Create an array of the Employee class to hold the Employees




Have a menu driven interface for:




Load the employees (prompting the user for info)





Modify a specific employee’s info by his/her ID number





Print the Employee object information to the screen”

Whereas, the learning outcomes are listed as:


Overview
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Assignment #2
· Object-Oriented Programming (OOP) 

· Objects 

top-level Object 
override toString() 

· Classes 

blueprint for objects 
encapsulation / data hiding 

· Instance members 

data 
methods 
new operator 
reference variables 

· Class level members 

static keyword 
variables 

· Arrays 

Declare / Allocate memory 
Primitive types 
Object types 

The learning outcomes hopefully help the student to see “the bigger picture” as to my expectations of what they are to learn by correctly completing the assignment. I let them know that although they may have solved the “problem” that I may not concur unless the solution reflects the learning outcomes too.


These assignment learning outcomes help me connect back to the course syllabus and confirm that the homework is helping the students to achieve the course objectives/outcomes.
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feedback from different assignments.

Curriculum Assessment Tools


The CATs are included as a way to see what the students feel they have learned. I use fairly simple ones that take the least amount of time to be completed by the student and processed by me. The first example is a “Minute Paper” conducted during week three on a lecture about arrays. Listed below the bulleted question are the student responses.
Please take a minute or two to answer the following questions:

· What was the most important idea you learned from today’s class?

1. How to make arrays

2. (a) How to assign the array (b) Exit out from the GUI

3. Java arrays always start at zero

4. Difference between arrays in VB.Net and Java

5. Being able to declare, allocate & initialize arrays all at one time

6. How we can store objects in arrays

7. Declaring/allocating arrays simultaneously.

8. How to initialize arrays

9. Probably the shortcut to initializing arrays & copying arrays

10. Array syntax

11. Creating and initializing arrays

· What is a question you still have about the ideas we discussed in today’s class?

1. How to use methods to call from an array

2. No questions

3. I know program doesn’t close on its own when using GUI. But why?

4. It would be very helpful to walk through some example coding in class.Actual start to finish in JBuilder when we start working w/ a new concept.

5. How do I create objects, are they classes?

6. Had some trouble initializing multiple values to an array. Example: after declaring/initializing





Array1 = {1,2,3};  //produces error

8. None

9. No

10. Reference variables

11. A bit confused about arrays of objects


Their responses provided me feedback that for this lecture on arrays that a majority of the students recognized and understood the important concepts about arrays. It also showed that I needed to further review and explain the concept of an array as an object in Java and that an array could hold objects in addition to primitive values.  

The next example is a “Pace” CAT given at the end of the first week of class.
How do you feel, overall, about the pace of this class (just right, too fast, or too slow)?

· Rate the pace for just yourself

1-Good so far

2-Too fast

3-just right

4-It’s fine and I haven’t taken 160

5-too fast right now, but for reasons that I expect to diminish as class progresses

6-Feeling a bit lost but I have had no Java experience and while I understand what  
you are talking about because of my past VB class I do not know where to start 
with language

7-too fast-couldn’t start Lab 2

8-It’s a little fast, but I manage to keep up

9-To fast.  Probably better if I had the book to read though.  Having trouble with 
syntax

10-feel too fast

11-too fast

12-A little fast, but good

13-Just right

14-I like the pace; it’s not break neck yet there’s no wasted time

15-It’s not too fast but it’s not just right for me either.  It’s in between the 2

· Rate the pace with respect to all the students in the class
1-Don’t know

2-Too fast

3-too fast
4-They should have an easy time with it

5-It seems like everyone else is smarter than or ahead of me, but it’s probably 

just my imagination

6-I think there are several folks in the same boat

7-I know Richard (student) was lost too, -the guys sitting behind me needed 


help—can you check in w/us after a couple/few steps.  I’m slow

8- 

9-Don’t know

10-just right

11-just right

12-Don’t know

13-Just right

14-just right

15-I think its just right

I find this feedback especially valuable early on in the quarter. When the students respond the first time to this CAT and I share the results with them they are most often completely surprised. It helps to bring out in the open what most teachers understand and see in many of their students’ hesitation to ask questions or reluctance to ask for help. The self-esteem issue of: “I thought that everyone was smarter than me”. The students can now see that although many students are feeling comfortable that there are also others who are having trouble and that they are not alone. I let them know that I recognize that students learn at different rates, and that they have a variety of learning styles and backgrounds but that through hard work and helping each other we can all succeed.

The next example is a “Muddiest Point” CAT given on week four of class after a lecture on constructors, methods, overloading, and overriding.

What was the muddiest (most confusing) point about today’s lecture?
1.
Not confusing.

2.
None.

3.
I’d like to talk more about getters & setters – not making them but situations 
when to use them?

4.
This lecture was pretty clear.

5.
Overriding. Please can you show example of overriding!

6.
Overloading and stuff like that.

7.
Everything!?!

8.
The “super” keyword. Not that muddy – just a new concept for me.

9.
Overriding toString() method. I am kind of missing the “big” picture on how we put 
all of this information together into a program.

10.
Nothing today


This feedback often helps me realize that even when I may have thought I did a great job of teaching a particular topic that I may have needed a slower transition into the subject, more opportunities for the students to “grasp” the concept, or a meta-cognitive follow-up. It is empowering for the students to pinpoint any confusion and it is helpful for me to understand the types of questions they have regarding a particular lecture topic.

The last example is a “Content Form and Function Outline” given at the end of week six after covering the topic of inheritance. The students were provided with the Content (What?) column already filled in. They were expected to read through an example lab exercise involving a Pet class and Dog class and through their analysis of the reading fill in the two empty columns (Form--How? And Function—Why?).


In class, we review their answers and I highlight/bold those responses we (as a group) think are the most accurately stated (those in red are wrong). I also add a response (0) to represent my own personal answer. 

This feedback helps me determine whether the students not only recognized the necessary Java keywords for coding but whether they really understood the concept behind the syntax (and can state that in a meaningful way). Again, I am able to use this feedback to determine my success in meeting the course objectives/outcomes. Specifically whether the students have demonstrated success in meeting the following objective/outcome:




Assessment


Multiple tools and means are used to assess the level to which students have mastered course learning objectives/outcomes. This includes homework, lab exercises, and examinations. Also, end of the quarter surveys of what students themselves think they have mastered play an important role in course assessment.

Homework

I have chosen three different homework assignments to review. In each, I have selected an A student’s work, a high B student’s work and finally a low B student’s work. The homework represents approximately 30% of the students’ final grades.

Each assignment is evaluated based on a set of criteria listed on the standard grading sheet provided to the students (see Appendix#18). In addition, targeted outcomes for each assignment are listed on a web page available to the students (see Appendix#19 for a screen shot of the first page).

The grading sheet is made up of four components which I have elaborated in more detail below:
· Comments
A program should be well-documented. An overview of the application’s purpose and timeline of creation and modification should be included at the top-level of the application. Complex calculations and other processes should be commented as to how they work. Meaningful names should be given to variables, methods and classes.

· Style

A program should be easy to read and understand. Program readability is improved through the use of proper indentation, white space to logically separate sections of code and overall modular design.
Proper OO design and implementation should include the following characteristics: use of getters and setters in support of the concept of data hiding, appropriate access designations (e.g., private for data, public for methods), encapsulation--separating interface (user) from implementation (black box), use of constructors to create objects in an initial, stable state, abstraction and organization techniques through inheritance, and polymorphism (or the ability of a generalized request (message) to produce different results based on the object that it is sent to it). In addition, class design should strive for “loose coupling” and “tighter cohesion”. Loose coupling makes it possible to understand one class without reading others and change one class without affecting others thus improving maintainability. Tighter cohesion increases the extent that actions of a component are tied together in purpose.
· Input/Output


The program displays an introduction giving the purpose of the program and explaining any features not obvious to the average user. The information displayed looks neat and clear on the screen. This includes proper English, spelling and grammar. Input is prompted in an unambiguous fashion with units and formats clearly indicated. Output is easy to see and understand. It is properly labeled and formatted appropriately.

· Correctness


The program should conform to the specifications stated in the problem statement. The program runs correctly with the test data used. There is little redundancy in code, and logical structures chosen are the best suited for the task. The KISS principle - Keep It Simple Student is followed where appropriate.


The targeted outcomes are stated for each assignment. This is to insure the student recognizes that the goal of the assignment is not that “it works” but that some underlying principles are demonstrated in the solution. In addition, the student is shown that the assignments are progressing towards the course objectives.

When the graded assignments are returned to the students we go over their work anonymously under the euphemism “The Good, The Bad, and The Ugly”. In other words, we look at code that was right-on the mark, close to the mark and way off the mark (see earlier comments in the section “evidence of student learning”).

An average score for the assignment is calculated to help the students see how they did compared to others in the course. Time is allotted for students to individually ask me why I took off points in any criteria of the grading sheet.


The following rubric sets up the evaluation of student work.
	Related course objective/outcome
	Sample student work
	Motivation & significance

	Correctly apply the basic syntax of the Java language.


	Practice Assignment
	In CS1 first impressions can make a big impact on students' feelings of self-confidence. My motivation for providing a number zero or practice assignment is to give them a chance to attempt an assignment with only Pass/Fail criteria. Where a Fail has no penalty and a Pass provides a bonus of 10 points added to their grade at the end of the quarter.

This assignment requires the student to demonstrate a solid understanding of core programming elements (variables, decision-making, iteration, etc.)

	Understand “procedural” programming and modularization using methods.
	Assignment #1
	In CS1 students need a good foundation of core programming concepts established back in the days of procedural programming before they are ready to look at object oriented programming.

This assignment previews writing methods for modularization and code reuse in a non-object oriented fashion.

	Demonstrate knowledge of object-oriented design.
	Assignment #2 
	This assignment requires students to demonstrate nearly all of the fundamental object-oriented programming skills learned over the course of four weeks. 
The students' grades on this assignment tend to vary more than others. By analyzing the variation in the skills high, middle and low performers demonstrate I hope to reveal areas/topics that need to be addressed more thoroughly and/or taught differently, or ways the assignment might be improved or clarified.



For this assessment analysis, I used a practice assignment and looked at evidence that the students were able to incorporate the following components and meet the desired expectations for a Rental shop program:
Practice Assignment

	Assignment component
	Grade A
	Grade

B
	Grade

C

	Uses good programming style (helpful comments, meaningful variable names, good spacing/indentations, etc.)
	yes
	most of the time
	not often

	Correctly declares local variables in main (appropriate data types, initialization if necessary, etc.)
	yes
	initialization missing
	types inappropriate;
initialization missing

	Sets up constants (final) for fixed value fields
	yes
	sometimes
	not at all

	Correctly implements a “big” loop using a post test construct (do .. while)
	yes
	loop condition test erroneous/doesn’t distinguish upper/lowercase values entered
	no loop present

	User prompts for input and output is properly formatted and labeled
	yes
	adequate
	poorly done

	Correctly implements case structure (switch) or nested if for multi-choice data evaluation
	yes
	one or more test condition erroneous/ doesn’t distinguish upper/lowercase values entered
	stacked separate if statements

	No redundant or unnecessary/dead code
	yes
	little duplication of questions/steps
	lots of duplication of questions/steps
unnecessary/dead code

	Correctly instantiates object from java.text package for formatting
	yes
	incorrect number of decimal places, no comma
	not done



The majority of students received a Passing grade on this practice assignment (C or better was enough for a Pass). It is important that a majority of students receive a mock grade of A or B since this confirms that they have the required prerequisite skills and knowledge. Those students receiving a mock grade of C are counseled that they may have some “catching-up” to do. Any student that does not turn it in (the practice assignment is optional) I will talk to see if it was just an issue of having the time or desire versus whether they were not able to tackle the problem at all. A student who does not receive a “Pass” is advised to see me. I will review the students’ transcripts and talk to them about classes to take as prerequisites to build their knowledge base before continuing on in this class.

For the next assessment analysis, I looked at the first assignment that is graded and evidence that the students were able to incorporate these additional components and meet the desired expectations for an Interest Loan program:

Assignment #1
	Assignment component
	Grade A
	Grade

B
	Grade

C

	Demonstrates procedural abstraction by defining procedures (methods) to carry out computations required to solve task. Reduces redundant code and allows for code re-use.
	has static methods (returns value) for calculations.
	missing one or more
	none

	Demonstrates top-down design by breaking up a large problem into smaller sub-tasks. Modularizes code and represents appropriate hierarchy.
	has static methods (void) for sub-modules  

	further step-wise refinement possible
	little (almost all code in “main”)

	Parameter passing appropriately used
	able to pass primitive and/or reference variables
	sometimes
	not at all

	Calculations correct and uses Math class for exponentiation
	yes
	small error in calculation (forget to convert APR to monthly, rate to decimal form)
	erroneous calculations



It is important that the students feel comfortable writing methods (in other words, passing parameters, invoking/calling methods, and recognizing when to return a value versus void) in order to successfully move onto creating a class. The difference between A and B students seems primarily to reflect their ability to “break” the problem down into sub-tasks, that is, the level of step-wise refinement or top-down design the student is able to demonstrate. However, those students doing fair (C) to poor reflect an inability to understand the mechanics of method definition regardless of whether they understood the overall structure and the relationships between the various parts of the problem, and then address the specific and complex issues of the implementations of the various sub-parts.

For the last assessment analysis, I used the second assignment and looked at evidence that the students were able to incorporate the following components and meet the desired expectations for an Employee information program:
Assignment #2
	Assignment component
	A
	B
	C

	Correctly implements class with constructor, get/set and other simple methods
	yes
	adequate: has only no-argument constructor, missing a getter/setter for data member, or a helper method
	inadequate: no suitable constructor, lack of substantial getter/setter methods or no helper methods

	Sets up class level (static) variables and used properly
	yes
	improperly used
	not present

	Overrides Object toString method and includes java.text formatting
	yes
	java.text formatting absent
	no toString method

	Declares, instantiates and assigns array of objects
	yes
	forgot to prompt user for size
	unable to create array of objects

	Proper indexing, retrieval of elements, use of length property for array of objects
	yes 
	doesn't display message if no element is found
	indexing off, array bounds not checked



It was heartening that a majority of students were able to write and use a class, store objects in an array and set up a menu-driven console mode testing program. Missing elements for students with medium and low grades appears to indicate that either they ran out of time, didn't know how to correctly work with an array of objects, or possibly that they were confused about how to instantiate an object of their user-defined class.  Lastly, as this assignment required two source files (Employee class and TestEmployee driver) and a fair amount of code, much of the inadequacies suggest students' lack of attention to detail or the need to emphasize the requirements in the assignment.
The Appendix#20 includes several graded student homework examples.
Student exit survey

The survey is the last page of the final exam and the students receive 10 bonus points for completing it. Here are the results of surveys for fall and winter quarters.

Fall 2005

Outcomes Assessment

Rate from 1-5 with 5 indicating “understood very well” to 1 indicating “totally lost” on the following course topics:

__4.0___
Classes (static, overloading, instance data/methods, private/public, 



constructors,
getters/setters)

__3.4____
Inheritance (superclass/subclass, overriding, “is-a”, this, super)

__3.1____
Polymorphism (abstract class/method, dynamic binding)

__2.5____
File I/O (byte/character, sequential/random-access, I-O stream classes)

__3.0____
Exception handling (try/catch, throw, throws, Exception class, user-defined 



exception class)

Winter 2006

Outcomes Assessment

Rate from 1-5 with 5 indicating “understood very well” to 1 indicating “totally lost” on the following course topics:

__4.1___
Classes (static, overloading, instance data/methods, private/public, 



constructors,
getters/setters)

__4.1___
Inheritance (superclass/subclass, overriding, “is-a”, this, super)

__3.5___
Polymorphism (abstract class/method, dynamic binding)

__3.2____
File I/O (byte/character, sequential/random-access, I-O stream classes)

__3.6____
Exception handling (try/catch, throw, throws, Exception class, user-defined 

exception class)


The good news is that the highest rating shows up on the fundamental purpose of the class and that is to teach them object oriented programming. The incremental decline in rates for the higher-end OO topics suggests a need to revisit those topics which occurs in CS 143 (the follow-up class). Lower rates on file handling and exception handling reflect most likely the limited time spent on those topics and the fact that they occur at the end of the quarter (that is, students are starting to fade).
STUDENT CONSENT FORM

Investigating Peer Assessment

Investigator:  Richard A. Hoagland, Professor, Computer Information Systems, 


South Puget Sound Community College, Olympia, (360) 754-7711 x5313, rhoagland@spscc.ctc.edu
Investigator's statement

I am asking that we can use the materials you produce in CS 142 for a research study.  The purpose of this consent form is to give you the information you will need to help you decide whether or not to be in the study.  Please read the form carefully.  You may ask questions about the purpose of the research, what I would ask you to do, the possible risks and benefits, your rights as a volunteer, and anything else about the research or this form that is not clear.  When all your questions have been answered, you can decide if you want to be in the study or not.  This process is called ‘informed consent.’

PURPOSE AND BENEFITS

I want to better understand your experiences in CS 142, especially the effectiveness of the course resources and learning environment. I would like to look at the work you produce throughout the course and to use your work in reporting the results of this research to the community of computer science educators.  I hope the results of this study will help us create better requirements, materials, and practices for courses in computing, both here at SPSCC and in other community colleges.

PROCEDURES

If you choose to be in this study, I would like to use your class work for research.  The class work may include your programming assignments, in-class lab exercises, tests, and Course Assessment Tools (feedback forms).  Whether you choose to have your class work used for research or not, it will not affect your course grade.  I will not ask you to undertake any extra work as a result of consenting to participate in this research.

OTHER INFORMATION

I will keep your class work on a secure computer or in a locked filing cabinet.  If the results of this study are published I will not use your name.  I appreciate your support and willingness to help me.  Thank you.

Subject’s statement

This study has been explained to me.  I volunteer to take part in this research.  I have had a chance to ask questions.  If I have questions later on about the research I can ask the investigator listed above.  If I have questions about my rights as a research subject, I can call the Vice-President of Instruction at (360) 754-7711 x5209. I have a copy of this consent form. 

                                                                       ___________________________________________________________________________

Signature of subject                    Printed name                                                Date  

Copies to:
Investigator’s file




Subject
Summary
What I learned from the portfolio process

I learned that it is a lot of work! That being said, it was a very worthwhile endeavor. I went from not knowing what a course portfolio was or how to create one to producing a comprehensive, critically thought-out report. 


I have examined my teaching and students’ learning to a degree that I would never have contemplated without the Commons portfolio process. It was challenging, frustrating, and enlightening to delve into this mysterious thing called “teaching”.

It was good to see that many of my instincts about teaching were sound and that all my hard work in preparing the materials and assessment tools for this course was well placed. Participation in this portfolio project made me feel valued for my hard work and expertise.

I would like to acknowledge personally the support and camaraderie of these fellow Commons participants.


Janet -- thanks for making this process so much fun! Your humor, kindness, frankness, and many hugs made each session feel like a family get-together.

[image: image10.png]Be who you are and say what you feel, because those who mind don't matter
and those who matter don't mind. ~Dr. Seuss





Laurie – thanks for your wonderful insight on students, teaching and how it should all be a fun, caring and enjoyable experience.


“I like a teacher who gives you something to take home to think about besides 
homework.” (Edith Ann)

Brad – thanks for sharing and allowing the rest of us to feel good about sharing the personal/private thoughts about being a teacher.

[image: image11.png]Never apologize for showing feeling. When you do so you apolagize for truth. Benjamin Disraeli





Josh – thanks for the ride!
[image: image12.png]He who dares to teach must never cease to learn.
—-Richard Henry Dann




Proposed/Planned changes

Here is a list of changes to the course that I would like to implement:

· Better inform the students to the “nature” of the course. The constraints (prerequisites, mix of audience, etc.) and how the course fits into the curriculum.

· Share with the students my own teaching beliefs, personal objectives for the course and how we can make the class a successful learning environment.

· Incorporate additional Curriculum Assessment Tools for improved student feedback.

· Organize more in-class discussions, group work, and student “learning by doing” activities like program debugging.
· Improve student retention by intervening earlier and more often.
· Require a written analysis of the concepts learned from the homework assignment.

· Rework the syllabus objectives to better match learning outcomes.
· Rework the homework grading sheet criteria to provide more detail (see earlier annotations on criteria).

Appendix
#1
Disciplinary Commons Sessions Web Page
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#2
Center for Instructional Development and Research (CIDR)

Classroom Observation Notes
[image: image14.jpg]Classroom Observation Notes
Pre-Observation Notes:

Instructor:

Observer:

Tize and Place:

for the chservation:

for the follow-up meting to discuss the observation:

Instructors goals for the class being cbserved:

The instructor asks the observer o pay special attention to:

Observation Notes:

tine dhservations irpressions | questions o ask.

Immediate Post-Observation Questions
General Questions:

o Was thi s typical class?
o What was your inqpression of hov it wendt?
© Whats you impression of how well you achisved your goals for the clase?

Spesifc Questions (based om observation notes):




#3
SPSCC Computer Programming guide
[image: image15.jpg]COMPUTER PROGRAMMING
ATA Degree/AAS-T

PROGRAM DESCRIPTION: Students leam to write computer programs in several programming languages, such as C++,
Visual Basic and Java. Students also learn to use database application software. Instruction is tailored to several platforms

An integral part of a computer programmer’s knowledge s the ability to understand the environment of computer
information systems that includes business concepts, mathematics, and oral and written communication. Students use
industry-standard software and equipment and apply knowledge leamed in classes, leaving the program with skills
necessary for entry-level jobs in computer programming.

Career opportunities typically begin as a computer programmer with possible future promotion to system analyst. Computer
Programming is a field with good opportunities for qualified persons in both government and private business. Students
choose from one of three tracks, The Web track provides skills and experience developing applications for use on the
Internet. The Applications track focuses on developing programs for a Window's environment. The Applied Science track is
designed to support students planning on transferring to U of W Tacoma while acquiring the skills necessary for immediate
empioyment. Al three tracks share a common core of courses designed to insure a strong foundation in programming and
problem-solving techniques

INTENDED STUDENT QUTCOMES FOR COMPUTER PROGRAMMING:

1. Computer Programming students will gain comprehensive skills in planning, creating, and debugging programs.

2, Computer Programming students will demonstrate ability to apply database and programming concepts in different
Situations.

3. Computer Programming ATA graduates wil be prepared to be employed in the information tschnology sector or in
information technology-related positions:

4. Camputer Pragramming students will learn current practices and technigues
PROGRAM INFORMATIO!

Admission:

Applications for admission and financial aid are available in Building 25, Office of Enraliment Servicss, or call (360) 754-7711,
ext. 4625, Students are accepted into the Camputer Pragramming program every guarter, Included in the pragram are bath
day and evening course offerings

Length of Program:
Full-time students typically complets this program in six quarters or two years, after basic skills are complste

Costs:

Tuition is subject ta change by the state Legislature. Detailed tuition infarmation is available in the quarterly class schedule.
Tuition and fees do not include the cost of textbooks and supplies.

Advisors:
Paul Smith, (350) $56-5274, and Rishard Hosaland (360) 506-5313 for the Agplied Science Track, Richard Hosgland (360)

596:5313 for the Web Track, Rand Rinness (350) 596-5382, and Fred Richard (360) S95-5206 fof the Application-Desktop
rach

Special Program Note:
Students entering the prograrm are expected to have successfully completed the following courses or their equivalents:

CIS 101 Keyboarding 1
CIS 108 Introduction to Office
€IS 123 Introduction to Windows

BASIC SKILLS REQUIREMENTS: English, Reading, or Math may be required based on placement testing. Student are
B R e o e o B Je P e et b CarmmIotad ariar o prograr Satry.

its [Grade/Comments
(Credits |Date Completed

[EnGL [no7 [asic writing 11 s
READ |097 |analytical Reading 11 | 5
[MaTH |090 [Basic Math 11 s
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[image: image17.png]GENERAL EDUCATION LIST REQUIREMENTS:
A AT D RESENENTR: of the four cateqories: Reading/Writing; Listening/Spsaking; Computation;

and Human Relations. Unless specific courses are listed below, refer to the attached General Education List for the Associate
of Technical Artsjéssociate Degree Nursing/Certificate of Completion.

For an T4 degree, 3 single course may not be used to satisfy more than one category,
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[image: image18.png]ELECTIVES:
Select colirses with the assistance of an advisor to complete the 90 credit minimum requirement.

TRANSFERRED CREDITS/COMMENTS:

COOPERATIVE WORK EXPERIENCE /INTERNSHIPS:

R 1 & Gouth Puget Sound Community College an! offers students an
Gppartunity to receive college credit for paid o Unpaid work experience related to their educational goals, This program
alves students an opportunity o apply their skills while still in college.

For more information, contact the Cooperative Education/Internship_office at (350) 596-5211 (Bldg 25-130)

Check the Class Schedule for information on our current quarter class offerings.

Check the Assosiate of Technical Arts general education list for class listing.

(Effective 2005-2006 Academic Year)
Revised July 6, 2005
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SPSCC Associate of Science – Option 2
 

continued
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SUMMARY
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See requirements for all dearees/certificates/diplomas for more information on the Assosiate of Arts degres. For specific
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‘general education list

Effective 2005-2006 Academic Year
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Student Perception Survey for CIS
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#6
Article by Jay Vegso (Interest in CS as a Major)
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[Published originally in the May 2005 edition of Computing Research News, Val. 17/No. 3]

See also the March 2006 article, Drop in CS Bachelor's Degree Production.
and

Interest in CS and CE as Majors Drops in 2005

Interest in CS as a Major Drops Among Incoming Freshmen
by Jay Vegsa

An analysis of survey resdits from the Higher Education Research Institute at the University of California at Los Angeles
(HERI/UCLA) indicates that the popularity of computer science (CS) as a major among incoming freshmen at all
undergraduate institutions has dropped significantly in the past four years. alarmingly, the proportion of women who
thought that they might major in CS has fallen to levels unseen since the early 19705,

The percentage of incoming undergraduates indicating that they would major in CS declined by over 60 percent betweer
the Fall of 2000 and 2004, and is now 70 percent lower than its peak in the early 1980 (Figure 1),

Figure 1. Computer Science Listed as Probable Major Among Incoming Freshmen
Source: HERI at UCLA
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Computing Curricula 2001: Guidelines for Associate-Degree in Computer Science

[image: image21.png]PLG. Object-oriented programming [core]
Minimum core coverage time: 10 hours
Topics:

o Object-oriented design
« Encapsulation and information-hiding

« Separation of behavior and implementation

o Classes and subclasses

o Tnheritance (overriding, dynamic dispatch)

« Polymorphism (subtype polymorphism vs. inheritance)
o Class hierarchies

o Collestion classes and iteration protocols

« Tnternal representations of objects and method tables

Learning objectives:

Tustfy the philosophy of object-oriented design and the concepts of encapsulation, abstraction, inheritance, and polymorphism.
Design, implement, best, and debug simple programs in an object-oriented programming language

Describe how the class mechanism supports encapsulation and information hiding.

Design, implement, and test the implementation of Ys-a" relationships among objects using a class hierarchy and inheritance.
Compare and contrast the notions of overloading and overriding methods in an object-oriented language.

Explain the relationship between the stafc structure of the class and the dynamic siructure of the instances of the class.
Describe how iterators access the elements of a container.

Lo s e
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Handout
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#9 Lab sheet
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#10 Lab exercise code
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#11
Lab outcomes

[image: image25.jpg]55 Lab 3
=+ Learning Outcomes **
& Variables
- Declarations
primitive types (i, aouie, c1:2%)
initialization (lteral values)
- casting
literal values (suffix) oo wn

data type
Escape Sequences

backslash

newline

character data (enclosed in single quote
tini) takes s rin; data

system. ot
+ Constants
£nat keyword
coding convention - all caps
Output formatting
o class
£ocrar method
Displaying literal quotes (single or double)
use escape ',
literal backslash--2 for 1 1«





#12
Demo program
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#13
CAT – Minute paper

[image: image27.jpg]Minute Paper
Please take a minute of two (o answer the following questions,

* Whatwas the most important idea you learned from taday's class?

= What s a question you stil have about the ideas we discussed in today's class?

Thinks




#14
CAT – Muddy point

[image: image28.jpg]Muddiest Point

Take this opportunity to provide feedback o your instructor

= What was the muddiest (most confusing) point about today's lecture?

Thanks




#15
CAT – Pace
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How do you feel overall about the pace of this class (just right, too fast, or 100 slow)?

* Rate the pace for just yourself

* Rate the pace with respect to all the students in the class




#16
CAT – Outline

#17
The Good, The Bad and The Ugly

Practice Assignment
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Assignment #1
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continued


Assignment #2
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Practice Assignment
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The score would translate to an eighty-eight (88) or high B. The check mark indicates that it counts as a Pass.
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Assignment #1
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The score would translate to an eighty-eight (88) or high B.
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Assignment #2
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The score would translate to 100 or A (perfect score).
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CIS 160


Introduction to Programming





CIS 168


Programming Logic





CIS 266 Developing Applications in Visual Basic.NET








CIS 166


Programming/Visual Basic





CS 143


Object-Oriented Programming II
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Object-Oriented Programming I
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MATH 120


First-quarter pre-calculus
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